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Mutation Can Happen Within a Function Call

A function can change the value of any object in its scope

>>> four = [1, 2, 3, 4] def mystery(s): or def mystery(s):
>>> len(four) s.pop() s[2:] = []
4 s.pop()

>>> mystery(four)
>>> len(four)

2

>>> four = [1, 2, 3, 4] def another_mystery():
>>> len(four) four.pop()

4 four.pop()

>>> another_mystery() # No arguments!
>>> len(four)
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Immutable values are protected from mutation

>>> turtle =

(1, 2, 3)

>>> o0oze()
>>> turtle
(1, 2, 3)

Next lecture:

change turtle's binding

00ze can

1

>>> turtle = [1, 2, 3]

>>> oozel()

>>> turtle

['Anything could be inside!']

The value of an expression can change because of changes in names or objects

Name change:

>>> X
>>> X
4

>>> X

+

2
X
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Tuples are Immutable Sequences

Immutable values are protected from mutation

>>> turtle = (1, 2, 3) >>> turtle = [1, 2, 3]
zzz ggii{é Next lecture: ooze can } zzz 28i${;
(1, 2, 3) change turtie’s binding ['Anything could be inside!']

The value of an expression can change because of changes in names or objects

>>> X = 2 >>> x = [1, 2]
S>> X + X === X + X
. 4 . . [1, 2, 1, 2]
Name change: oes x = 3 Object mutation: ~>> x.append(3)
>>> X + X === X + X
6 [1, 2, 3, 1, 2, 3]

An immutable sequence may still change if it contains a mutable value as an element

>>> s = ([1, 21, 3) >>> s = ([1, 2], 3)
>>> s[0] = 4 >>> s[0] [0] = 4
ERROR >>> g

([4, 21, 3)
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remove removes the
first element equal
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t.remove(5)
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Assume that before each example below we execute:
s = [2, 3]

t = [5, 6]
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pop removes & returns |t = s.pop() s » [2]

the last element t -3

remove removes the t.extend(t) s » [2, 3]
first element equal t.remove(5) t - [6, 5, 6]
to the argument

slice assignment can
remove elements from
a list by assigning
[1 to a slice.
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a list by assigning
[1 to a slice.




Lists in Environment Diagrams

Assume that before each example below we execute:
s = [2, 3]

t = [5, 6]

Operation Example Result

pop removes & returns |t = s.pop() s » [2]

the last element t -3

remove removes the t.extend(t) s » [2, 3]
first element equal t.remove(5) t - [6, 5, 6]
to the argument

slice assignment can |s[:1] = [] s - [3]
remove elements from |[t[0:2] = [] t - []

a list by assigning
[1 to a slice.
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t = [1, 2, 3]
t[1:3] = [t]
t.extend(t)

t = [[1, 2], [3, 4]]
t[0].append(t[1:2])
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t =11, 2, 3] Global LSt N Sz

t[1:3] = [t] 0 1 2 1 2
t.extend(t) t T 1 % : 1

t = [[1l 2]7 [3; 4]] Global list list
t[0].append(t[1:2]) A 0 1 ' @3
|
list
0 1
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t = [1, 2, 3] lis
e11:3] = [t] Global : t 1\ . /1
t.extend(t) tie—T— 1 % : 1
7 N
[T
(1, [...1, 1, [...]]
t = [[1, 2], [3, 4]] Global %St : 1®iSt
t[0].append(t[1:2]) N 3 4
T
| J
list lis
0 1 2 0 l
1 2 —
[(1, 2, [[3, 4111, [3, 411



